5회차

**### tidyr**

**:** Data format을 reshape하는데 사용

spread() – to wide

gather() – to log

library(tidyr) ## tidyr 패키지 불러오기

library(dplyr) ## 파이프라인(%>%)을 쓰기 위해서 불러오기

**# group\_by( ) %>% summarise( )로 데이터 요약하기**

aggr = delivery %>%

group\_by(시군구,시간대,요일,업종) %>%

summarise(통화건수=sum(통화건수)) %>%

as.data.frame() ## tibble 형태가 아닌 dataframe을 위해 사용

aggr

## spread(데이터이름, 기준변수이름(열로 나열할 값), 나열할 값(데이터로 나열할 값))

**## 1.1 spread( )로 데이터를 여러 열로 나누기(long -> wide)**

aggr %>%

spread(업종, 통화건수) ## spread 안에 들어가는 요소가 가능한 지 여부도 확인중요

aggr\_wide = aggr %>% spread(업종, 통화건수)

aggr\_wide

**##1.2 replace\_na( )로 결측값 처리하기**

## replace\_na(list(변수1=값, 변수2=값, ...))

# 보통 spread()를 사용하면 replace\_na()를 어떻게 사용할 것인지는 당연한 부분

# 변수에 값들을 한 번에 다 넣어주기 때문에 list로 묶어서 사용한다.

aggr\_wide %>% replace\_na(list(족발보쌈=999, 중국음식=0, 치킨=0)) ## NA 하나 남음

aggr\_wide %>% replace\_na(list(족발보쌈=999, 중국음식=0, 치킨=0, 피자=999)) ## NA 없음

aggr\_wide2 = aggr\_wide %>% replace\_na(list(족발보쌈=0, 중국음식=0, 치킨=0, 피자=0, 피자=999))

**##1.3 drop\_na( )로 결측값을 포함한 관측치 버리기**

## drop\_na(결측값을 찾을 변수1, 변수2, ...)

**# 한 행 때문에 행을 날리는 것은 그렇게 좋은 것이 아니다. 데이터 하나하나가 돈이기 때문이다.**

# 오른쪽 데이터 확인하는 공간에서aggr\_wide2의 행이 3947인 것과 drop\_na가 적용된 것이 2617인 것이 확인되면 정상적으로 drop\_na가 작동되었음을 알 수 있다.

# 현업에서는 데이터가 현저하게 적을 때 결측값이 포함된 값이 1% 미만일때 drop\_na 사용

그 정도까지의 bias는 주지 않는다.

**##1.4 gather( )로 여러 열을 한 열+구분변수로 만들기(wide->long)**

## gather(데이터이름, 새기준변수이름, 새변수이름, 모을 변수들)

#어떤 펼쳐져있는 것을 어떤 기준으로 모으는 행위(처리)

# 아래 결과는 같지만 표현 방식이 다를 뿐임.

# 시군구:요일은 () 로 꼭 묶어줘야 한다.

# aggr\_long(12845)과 aggr(12788)의 행이 차이는 aggr이 이전에 replace\_na() 결측값 제거 진행

aggr\_wide2 %>% gather(Category, Count, 족발보쌈:치킨)

aggr\_wide2 %>% gather(Category, Count, 족발보쌈, 중국음식, 피자, 치킨)

aggr\_long = aggr\_wide2 %>% gather(Category, Count, -(시군구:요일))

**##1.5 complete( )로 빠져있는 조합 채우기 + fill= 옵션으로 빈값 채우기**

**## 3947 != 4200 = 25(시군구)\*24(시간대)\*7(요일) / 총 경우의 수는 4200, 하지만 aggr\_wide2는 3947개 임으로 4200개로 맞춰주고 데이터가 비는 부분은 complete()로 처리한다.**

nrow(aggr\_wide2)

aggr\_wide2 %>% complete(시군구, 시간대, 요일)

aggr\_wide2 %>% complete(시군구, 시간대, 요일, fill=list(족발보쌈=0, 중국음식=0, 치킨=0, 피자=0))

* csv 파일보다 확실히 xlsx 파일의 속도가 load하는데 있어서 느리다.

그 이유는 xlsx 같은 경우에는 load 시 구분자가 컴마, 쉼표, 탭이기 때문에 모든 경우의 수를

검토하고 있는 것이다.

**## 2 (실습) 서울시 지하철 이용데이터**

**# 데이터 불러오기**

library(openxlsx)

subway\_2017 = read.xlsx('subway\_1701\_1709.xlsx')

subway\_2017

**# 데이터의 구조 확인**

str(subway\_2017)

**# 첫 10개 관측치만 확인하기**

head(subway\_2017, n=10)

**# 변수이름 확인 ->이름변환**

**# 컬럼명들이 나오고 확인이 가능하다.**

names(subway\_2017)

names(subway\_2017)[6:25]

substr(names(subway\_2017)[6:25], 1, 2) ## 텍스트를 추출할꺼임

## 첫번째 시작기준 2개 추출

* 변수에 ~(05~06)이 있으면 텍스트 묶여서 변환되는 경우가 있음으로 자주 안쓰임.

## 앞에 'H'를 붙임 paste0() 함수 사용

**######################## 연습문제 #############################**

**# (실습) gather( ) 함수를 활용하여 H05부터 H24까지 변수를 모아**

**# '시간대'와 '승객수'으로 구분하는 데이터 subway2 만들기**

subway2 = gather(subway\_2017, 시간대, 승객수, H05:H24)

**## 위에서 만든 subway2 데이터와 dplyr 패키지를 활용하여**

**# 역명/시간대별 전체 승객수 합계 계산 (승객수 합계의 내림차순으로 정렬)**

subway2 %>%

group\_by(역명, 시간대) %>%

summarise(SUM = sum(승객수)) %>%

arrange(desc(SUM))

**# 위의 결과를 spread( ) 함수를 활용해서 표 형태로 변환**

subway2 %>%

group\_by(역명, 시간대) %>%

summarise(SUM = sum(승객수)) %>%

spread(시간대, SUM)

**## 역명/시간대/구분별 전체 승객수 합계 계산**

subway2 %>%

group\_by(역명, 시간대, 구분) %>%

summarise(SUM = sum(승객수)) %>%

arrange(desc(SUM))

**## 2월 한달간 역명/시간대/구분별 전체 승객수 합계 계산**

subway2 %>%

filter(월==2) %>%

group\_by(역명, 시간대, 구분) %>%

summarise(SUM = sum(승객수)) %>%

arrange(desc(SUM))

**###### 문자열 다루기 ######**

**## 기본 패키지 설치하기**

install.packages("stringr")

library(stringr)

**# 큰따움표와 작은 따움표**

작은 따움표는 큰 따움표 안에 쓰는게 기본이다. 반대로 하면 R이 특수문자로 인식해서 오류남

string2 <- "If I want to include a 'quote' inside a string, I use single quotes"

**언제 사용되는가?**

R와 SQL을 연동하는 경우가 생기는데, 그때 텍스트로 쿼리로 불러올 수 있음. SQL의 WHERE 절의 구문을 불러올 때 사용하는데 큰 따움표로 묶고 안에는 작은 따움표로 사용한다.

괄호를 마무리하지 않으면 영원히 끝나지 않는 문장이 됨으로 “” 마무리는 꼭 해줄 것

**#### 패턴찾기 ####**

**Detect : 발견하다 (의미)**

**#str\_detect(데이터, 패턴)**

x <- c("apple", "banana", "pear")

str\_detect(x, "e")

* X 변수에 e라는 텍스트가 있어? 라는 의미 / 결과값은 T,F로 도출한다.

sum(str\_detect(x, "e"))

* E의 개수를 찾을 때는 sum을 써서 사용하기도 한다. (T,F)

**#str\_count(데이터, 패턴)**

str\_count(x,"e")

* X변수에 e가 몇 개 있어? 1,0,1

str\_count('aeeeeee','e')

* 'aeeeeee'에 e가 몇 개 있어?
* 결과값은 6

**#str\_which(데이터, 패턴)**

str\_which(x,"e")

* E가 X변수가 어디에 있어?
* 결과값은 1,3

**#str\_locate(데이터, 패턴)**

str\_locate(x,"a")

* x변수에서 a한 개의 시작과 끝이 어떻게 돼?
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str\_locate("aaa","aa")

* aaa에서 aa의 시작과 끝이 어떻게 돼?
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* **str\_detect & str\_which를 현업에서 많이 사용함.**

**### 부분집합 찾기**

**#str\_sub(데이터, 시작, 끝)**

x <- c("Apple", "Banana", "Pear")

str\_sub(x, 1, 3)
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str\_sub(x, -3, -1) #뒤에서부터
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* string 패키지 안에 있는 건 str\_sub(x,1,3)를 사용하고 내장함수는 substr(x,1,3)을 사용

#str\_subset(데이터, 패턴) /

* str\_sub 기재한 패턴만 뽑아온다.
* str\_subset는 기재한 패턴을 기준으로 그 단어를 다 뽑아온다.

str\_subset(x,"r")
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**### 문자열 변형하기**

# str\_replace(데이터,찾는변수,바꿀변수) : 처음 찾는 변수만 바뀐다.

# str\_replace\_all(데이터,찾는변수,바꿀변수) : 찾는 변수 모두가 바뀐다.
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**# Mutate STrings**

str\_to\_lower("STRING") #소문자로

str\_to\_upper("string") #대문자로

str\_to\_title("string") #첫 글자만

**as.factor(x)**

# 주어진 객체 x를 팩터로 변환

**as.numeric(x)**

# 주어진 객체 x를 숫자를 저장한 벡터로 변환

**as.character(x)**

# 주어진 객체 x를 문자열을 저장한 벡터로 변환

**as.matrix(x)**

# 주어진 객체 x를 행렬로 변환

**as.data.frame(x)**

# 주어진 객체 x를 데이터 프레임으로 변환

x <- c("a", "b", "c")

as.factor(x)

* 결과값이 벡터 형식으로 labels 포함하여 나옴.

as.character(as.factor(x))

* 결과값이 문자형 형식으로 나옴

x <- matrix(1:9, ncol=3)

as.data.frame(x)

* 결과값이 dataframe 형식으로 나옴

**### 연습해보기**

**# 문제 1**

**# words를 모두 대문자로 바꾼 상태에서 'AA'를 포함한 단어의 개수는 총 몇개이며 어떤단어들이 있는가?**

sum(str\_detect(str\_to\_upper(words), "AB")) #8개

str\_to\_upper(words)[str\_which(str\_to\_upper(words),"AB")] #단어 확인 ## 다시 꼭 풀어보기

**# 문제 2**

**# words에서 "b"를 "a"로 모두 바꾸고 "aa"를 포함하는 단어 개수는?**

sum(str\_detect(str\_replace\_all(words,"b","a"), "aa")) #19개

**# 문제 3**

**# words에서 "e"의 수는 전체 합과 평균은 몇인가?**

sum(str\_count(words,"e"))

mean(str\_count(words,"e"))

**###### 날짜 데이터 ######**

**## Lubricate는 윤활유를 바르다라는 뜻으로 시간 데이터를 깔끔하게 처리할 수 있도록 도와주는패키지입니다.**

as.Date는 R에서 기본적으로 제공하는 날짜 함수이지만 “2020-11-12” 이런 형태의 고정 텍스트 데이터만 날짜 형태로 인식하는 문제가 발생 (융통성 없는 놈임)

as.Date(“2020-11-12”) => O

as.Date(“20201112”) => X

as.Date(20201112) => X

**lubridate**

Easy and fast parsing of date-times (쉬운 날짜생성)

- ymd\_hms, ymd(), dmy,hms(), …..

Ymd(20201210) #> [1] “2020-12”15”

Mdy(“4/1/17”) #> [1] “2017-04-01” ## 순서 바꾸기

**# 기본적으로 일반 텍스트 데이터를 날짜 데이터로 바꿉**

**# lubridate에 들어 있는 ymd() 함수는 어떤 모양이든 이를 날짜로 인식!**

ymd('20200110')

mdy('January 10th 2020')

dmy('10-jan-2020')

ymd('820327')

ymd(820327)

**# 날짜 데이터 뽑아내기**

date\_test <- ymd(191020)

year(date\_test)

month(date\_test)

day(date\_test)

week(date\_test) **#연도 기준 몇주차인지**

wday(date\_test) **## 몇일인지? (1~7기준)**

wday(date\_test,label = T) **## 몇일인지? (1~7기준 / labels 포함)**

**# 날짜로 각종 계산하기**

date\_test + days(100) #100일 후

date\_test + months(100) #100개월 후

date\_test + years(100) #100일 후

today()

today()-date\_test

**# 날짜 + 시간 데이터**

ymd\_hm(20-10-20 14:30)

ymd\_hm("20-10-20 14:30") **## 시간 같은 경우에는 " "으로 묶어줘야한다. 그렇지 않으면 시**

**간을 인식하지 못한다.**

hour(date\_test2)

minute(date\_test2)

second(date\_test2)

**### 연습해보기 날짜 연습해보기**

**# 문제1**

**# (실습) gather( ) 함수를 활용하여 H05부터 H24까지 변수를 모아**

**# '시간대'와 '승객수'으로 구분하는 데이터 subway2 만들기**

**# subway2 데이터의 날짜에 시간을 추가하기 ex) "2017-01-02 06:00:00"**

head(subway\_2017)

substr(names(subway\_2017)[6:25],1,2)

paste0("H", substr(names(subway\_2017)[6:25],1,2))

names(subway\_2017)[6:25] <- paste0("H", substr(names(subway\_2017)[6:25],1,2))

<정답>

subway2 <- gather(subway\_2017, 시간, 고객, H05:H24)

ymd\_h(paste0(subway\_2017$날짜, substr(subway2$시간,2,3)))

3이면 05() “0,5,빈공간”인데 이게 왜 2가 아니라 3인건지 여부, 시간에서 05: 출력되는데 : 부분까지도 고려해줘야 하는건지?

**# 문제2**

**# subway\_2017 데이터에서 월과 일을 month, day 변수명으로 추가하시오**

**<정답>**

subway\_2017$month <-month(subway\_2017$날짜)

subway\_2017$day <-day(subway\_2017$날짜)

**<나의풀이>**

mutate(subway\_2017, day = day(subway\_2017$날짜))

mutate(subway\_2017, month = month(subway\_2017$날짜))

**# 문제3**

**# 위에서 추가한 변수들 기반으로 3월중 가장 많이 탑승한 시간은 몇시인가?**

**<정답>**

subway\_2017 %>%

filter(month == 3) %>%

select(H06:H24) %>%

apply(2,sum) %>%

data.frame()

**<나의풀이> ## 마지막 확인부분까지 체크**

new\_subway\_2017 <- subway\_2017 %>%

filter(month == '3') %>%

select(H05:H24) %>%

apply(2,sum) %>%

as.data.frame

apply(new\_subway\_2017, 2, max) ## 데이터 프레임일 경우

max(new\_subway\_2017) ## 데이터 프레임일 경우

which.max(new\_subway\_2017) ## 데이터프레임이 아닐 경우

**## 결측값(NA)**

결측치(Missing Value)

• 누락된 값, 비어있는 값

• 함수 적용 불가, 분석 결과 왜곡

• 제거 후 분석 실시

* 전처리는 모든 데이터 전에 필수불가결한 작업이다.

**is.na() : 결측값 확인 (결측값이 있어? 없어?)**

• Apply 종류의 함수를 결합하여 결측치 분포 확인

• Ex) apply(데이터, 2, function(x){sum(is.na(x))})

Case1 – 결측치를 포함하는 행 제거 (na.omit) ## omit : 누락(제외)시키다

Case2 – 결측치를 특정 값으로 변경 is.na() <- mean ## 결측값을 mean으로 대체

해줘

df <- data.frame(sex = c("M", "F", NA, "M", "F"),

score = c(5, 4, 3, 4, NA))

is.na(df) **## 결측지 있어 없어?**

table(is.na(df)) **## 결측치 수가 어떻게 돼? ## count의 느낌임.**

table(is.na(df$sex)) **## 위와 동일**

summary(df)  **## 요약, 각 변수마다 NA의 수가 확인가능함 (결과값) NA’S**

* **데이터가 너무 많은 경우에는 감당하기 힘들기 때문에 apply를 이용한다.**

**(일괄적인 열처리를 할 때 빠르게 진행할 수 있다)**

* **## 텍스트 형은 NA가 없다. str(df)를 하게 되면 sex가 factor로 되어있음. factor는 우리 분석할 데이터인데 그런데 char는 분석할 데이터라고 인식을 안하고 하나의 텍스트로 인식한다. 나중에 바꾸고 싶다고 하면 as.factor로 바꿔주면 된다.**

**## apply 이용한 is.na(x)**

apply(X = df, MARGIN = 2, FUN = function(x){sum(is.na(x))})

apply(iris[,1:4], 2, function(x){sum(is.na(x))})

**## sapply 이용한 is.na(x)**

**## 행열 개념없고 데이터 프레임, 인자형태 모두 받는다.**

sapply(X = df, FUN = function(x){sum(is.na(x))})

**# 결측치 제거**

library(dplyr)

df %>% filter(is.na(score)) **## score 열의 결측지가 있는지 여부**

df %>% filter(!is.na(score)) **## score 열의 결측지가 없는지 여부**

df %>% filter(!is.na(score) & !is.na(sex)) **## 둘 중 결 측치가 하나라도 있으면 제거**

**## na.omit() /** omit: 빠뜨리다, 누락하다

# 모든 변수에 결측치 없는 데이터 추출

# 결측치를 날리는 것도 좋지만 가능하면 전처리를 하는 것이 좋다.

df\_nomiss2 <- na.omit(df)

df\_nomiss2
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**## ifelse를 사용한 결측치 대체**

df$score <- ifelse(is.na(df$score), 4, df$score) **## ifelse로 결측치 대체 처리를 많이한다.**

table(is.na(df$score)) **## 결측치 빈도표 생성 / table은 결측치 계의 count의 느낌**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEYAAAA2CAYAAAB6DO9FAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAH2SURBVGhD7Zi9SsRAGEXTCoKlYCPsA4jY2S32PoFaWotWdoJgY2mthTZiK9hpp6WlhYKIoFgsgigWazN6A7NMxrkx+5OQifeDw27mJ8l3MpNJkoxPz5qk1RY+EkOQGILEECSGIDGEPDErGzvm/ePT+PH00jELS+u/2t3cPQT775+cZcpdQsfANspRj3364R+/FIqIyUsMoB7twPbeYa/8r/5IDknm7R9ifOGVMAoxOHG0we/51XWvvKgYt49PtGIwQu4fn9Mk0Q7t0Q91RfqjzkZIQK3FuNHtfmWmC662veK+iCJiXLAfhCsC/93wj18aw4yYkDiETaxfMQBJd17f0r7YrvWIYYmh3D9pJIY++C0i9vj0IlOGUeOuOtGJYSuKLUcytr8fNtFQPbZRbveHtn5UMp3yxPxrJIYgMQSJIUgMQWIIMYjxl+xKnmtiEcMeEktDYgixTaW8TxQjJaabr32FqEROTGIAppT7klkaMYrxXzRLIcappOX6B/sZw0YlUkBsU6kyJIYgMQSJIZQtZm5xNSVUV2skhiAxBIkh5Ik5WptMCdUVpbEjBmLMQTKwoMaKsVxuTaSCNpdbwXpG48WAqZl5c7s71pcgjRhCY8XoHhMAMgYVYmnsiBkWiSFIDEFiCBLTNCSGIDEEiSFIDEFiQrTNN9vg+bLY0JRNAAAAAElFTkSuQmCC)

install.packages("ggplot2")

library(ggplot2)

mpg <- as.data.frame(ggplot2::mpg) **# 패키지 안의 mpg 데이터 불러와서 df화 시키기**
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![](data:image/png;base64,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)

mpg[c(65, 124, 131, 153, 212), "hwy"] <- NA **# 지정한 행과 열에 NA 할당하기**

mpg[c(65, 125, 131, 153)] **# 결과값 확인하기**

apply(mpg,2,function(x){sum(is.na(x))}) **## apply 이용하여 NA가 잘 들어가졌는지 확인**

mpg[is.na(mpg$hwy),"hwy"] <- mean(mpg$hwy,na.rm = T) **## mpg$hwy,na.rm = T의 평균을 앞**

**의 결과 NA 5개에 넣어줘 (다시체크)**

apply(mpg,2,function(x){sum(is.na(x))}) **## 그리고 다시 NA가 없는지 확인**

**## ZOO 패키지 (전처리를 특정값으로 하는 것이 아니라 앞의 것으로 하는 것임)**

install.packages("zoo")

library(zoo)

na.locf0(c(NA, NA, "A", NA, "B"), fromLast = FALSE) # 1

## 왼쪽 -> 오른쪽 ## 결측치가 있으면 왼쪽 것을 그대로 따라쓴다. (마지막부터(오른쪽)가 안됐으니까 왼쪽부터 시작했다고 생각하면 된다.

## 결과값 : [1] NA NA "A" "A" "B"

na.locf0(c(NA, NA, "A", NA, "B"), fromLast = TRUE) # 2

## 오른쪽 -> 왼쪽 # 결측치가 있으면 오른쪽 것을 그대로 따라쓴다.

## 결과값 [1] "A" "A" "A" "B" "B"

**####### 결측치 처리해보기!! #######**

**# 1. airquality 데이터의 결측치 개수를 구하시오 (열별로)**

**# apply, sapply, lapply, table, summary도 사용**

data(airquality) ## 내장데이터

head(airquality)

table(is.na(airquality))

apply(X = airquality, MARGIN = 2, FUN = function(X){sum(is.na(X))})

lapply(X = airquality, FUN = function(X){sum(is.na(X))})

sapply(X = airquality, FUN = function(X){sum(is.na(X))})

summary(is.na(airquality))

**# 2. 결측치가 있는 행들을 제거한 후 각 열의 평균을 구하시오**

airquality2 <- na.omit(airquality)

apply(airquality2,2,mean)

**# 3. 결측치는 변수의 중앙값으로 대체후 각 열의 평균을 출력하시오**

airquality[is.na(airquality$Ozone), "Ozone"] <- median(airquality$Ozone,na.rm=T)

airquality[is.na(airquality$Solar.R), "Solar.R"] <- median(airquality$Solar.R,na.rm=T)

apply(X=airquality, 2, mean)